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Abstract

This project focuses on designing a computerized decision support system (DSS) to assist the Cal Poly Alumni Association with scheduling their Mustang Mentoring day. The current scheduling process is time intensive, error prone, and does not consider student preferences. The decision support system optimally generates multiple sets of pairs of students and mentors and schedules them avoiding conflicts and duplicates. The system was developed in Microsoft Excel using its Solver add-in. Excel was selected as the system platform also because of its relative popularity compared to alternative platforms. The DSS utilizes integer linear programming to maximize the total student satisfaction with their mentor assignments. The DSS replaces a process that used to take over an hour to one that takes less than ten minutes. The original process would have required employing 6 workers, while the new process requires only 1 worker to help generate assignments.
Introduction and Background

The Cal Poly Alumni Center hosts an annual event called the Mustang Mentoring Day to connect students with Cal Poly alumni for a day of networking sessions. In previous years, the event has only been open to the schools of architecture and engineering, however, the Alumni Association would like to open the program up to all six of Cal Poly’s colleges during the 2011-2012 school year.

The event consists of various activities to foster mentoring relationships between alumni and students. Alumni are pre-assigned into groups of 10 or less per group prior to the day of the event. As students check in for the day, they are randomly assigned to groups with the alumni. The beginning of the event consists of an introductory presentation and ice breaker activities. Students and alumni are then divided into their assigned groups for a “Speed Mentoring” session. It works in a similar fashion to speed dating, where each student gets to talk to each alumnus in their group for a few minutes. Students then rate the top five alumni that they want to meet with later in the day. During lunch, a volunteer from the Alumni Association must create assigned pairs of student and alumni for two separate one-on-one discussions. The volunteer must pair each student with a single alumnus for each of the sessions, avoiding conflicting assignments (assigning a student to two alumni or vice versa), as well as avoiding duplicate pairs (assigning the same pair twice).

The current assignment process can take over an hour per college. This means that for 6 colleges, the Alumni Association would need 5 to 7 labor hours to make all the assignments. To do this during lunch time, it would require at least 6 employees or volunteers. The alumni center does not currently have the resources to employ that many extra people. The alumni center looked into the available options they had and concluded that a computer program could be designed that would allow performing the task without hiring additional workers. This project covers the development of a
computer based decision support system (DSS) which makes the assignment process much more efficient and less error prone, and is based on optimization methodology. The deliverables include:

1. A thorough explanation of the model behind the computer application
2. A digital copy of an assignment generating application
3. An illustrated manual with step-by-step instructions for operation of the program
4. This document, a final report that fully describes all aspects of this project

This project began with a review of all of the published documents which could have had any pertinence to the assignment solution. Detailed documentation of the research conducted for this project is in the following section titled “Literature Review.”

The following is a list of desired outcomes and features determined by the Alumni Association for the final solution:

- Design the program to be robust and work under many situations
- Design the program to replace the current manual method
- Decrease the amount of labor hours required to generate assignments
- Design the program to consider student preferences for mentors
- Design a “guaranteed” error-free solution
Literature Review

This portion of the report contains an outline of all of the articles and documents that were found to be relevant to completing this project. Detailed bibliographical information is available at the end of the report.

Mustang Mentoring Day Schedule

The Cal Poly Mustang Mentoring program is an annual event that has been available for students in the colleges of Engineering and Architecture and Environmental Design for the past several years. The structure of the event works nearly the same way each year. Prior to the event students and alumni fill out a questionnaire and are invited to attend on a first come first serve basis. On the day of the event, students and alumni check in and attend a welcome presentation to prepare them for the event. After the introductory presentation is over, students and alumni are split into their respective colleges for the rest of the day. The college specific events kick off with an ice breaker activity to help facilitate communication between students and alumni. After that, students and alumni are split into smaller groups consisting of 8-10 alumni and 8-10 students. The students and alumni participate in a “Speed-Dating” type of exercise where the students are given a few minutes to meet each of their group’s alumni one-on-one. Students are then instructed to write down the top 5 alumni they would like to meet with after lunch. While the students and alumni are at lunch, an employee from the Alumni Association quickly assigns student-mentor pairs for the next activity. Each student must be paired with two different alumni for the two one-on-one sessions in the afternoon. In 2011, the assignment process took nearly an hour for one employee to complete assignments for the college of engineering and caused a slight delay.

The assignment process is slow and tedious in its current form. The Alumni Association employee starts with a premade Excel table that contains all the mentors and students in each speed
mentoring group. The employee then takes all the students alumni rating cards and inputs their selections into the spreadsheet. Finally, the employee must look at the table and by hand, and make student-alumni while taking care to avoid conflicts, duplicates, and incorrect numbers of pairs. The current process does not give any preference to the assignments by the number rank that the student assigned to each of the alumni they requested.

As soon as lunch is over, students and mentors are shown their assignment results and they break off to meet with each other for two separate sessions. Once those sessions are completed, a closing presentation is conducted.

Research

Operations research is defined as, “The application of advanced analytical methods to help make better decisions (1).” Operations research is used to create solutions for analyzing complex situations to aid in decision making, process improvement, and efficient data analysis (2).

There are five steps to conducting an operations research study (3):

1. Define the problem and gather any pertinent data
2. Formulate a mathematical model to represent the problem
3. Create a computer-based procedure for calculating the solutions to the model from step #2
4. Test and evaluate the model, make changes as necessary
5. Work with management to develop a plan for use of the model as prescribed by management
6. Execute

Before a math model can be selected or a computer procedure can be programmed, the type of math model must be decided upon as well as the computer application or program that will perform the calculations.
**The Classical Assignment Problem: Overview and Applications**

The type of operations research problem that will be solved is commonly referred to as the ‘assignment problem.’ Assignment problems are defined as, “A special type of linear programming problem where assignees are being assigned to perform tasks (3).” The classical assignment problem is defined as:

“The personnel-assignment problem is the problem of choosing an optimal assignment of $n$ men to $n$ jobs, assuming that numerical ratings are given for each man's performance on each job.”

(4)

Translated to reflect this project:

‘The mentor-assignment problem is the problem of choosing an optimal assignment of $n$ students to $n$ mentors, assuming that the students give numerical ratings for their preference for each mentor.’

Applications of the final solution for this project could be used for other operations research problems. The final model will be adaptable for any problem which consists of $n$ assignments to be divided amongst $n$ individuals where each individual can only be assigned to one task.

- Assigning chores to roommates to maximize “fairness”
- Assigning the best combination of team members to events
- Transportation of a product from multiple distributors to multiple retailers to minimize cost
- Employee scheduling to minimize cost for tasks which require 1 employee at a time
- Assign Marriages (5)
Mathematical Approaches

There are two solution methods for the assignment type of problems in *Introduction to Operations Research* (3). The first is to modify a standard linear model used for finding optimality. The only special needs of this model are that each assignee-task combination possible is assigned a unique binary or discrete variable with a value of 1 for an optimum assigned pair and 0 for a pair which will not be assigned. Linear formulations can be used to find a maximizing or minimizing solution. Additionally, a linear formulation can easily and efficiently generate multiple sets of pairs which don’t have any repeated pairs between sets.

The second method is called the Hungarian Method. The Hungarian method is used for finding a minimizing solution to an assignment problem. So, if each student in a group were to rank their potential mentor pairs from 1 to 5, with 1 being their preferred choice, then the minimizing solution found by the Hungarian method is optimal. One feature of the Hungarian method is that it has the ability to rank all the possible assignments solutions that can be created. The exact mathematical formulation for doing so is outlined in *An Algorithm for Ranking all the Assignments in Order of Increasing Cost* by Katta Murty (6) as well as in *Introduction to Operations Research* (3). The benefit of this method is that multiple sets of pairs can be created. The downside, however, is that each pair must be compared set to set to make sure that there are no conflicts between groups. This doesn’t necessarily rule out the Hungarian method as a viable option, but it does mean that the Hungarian method may require more resources to find a multiple solutions than a properly formulated linear solution.

One limitation to both of the aforementioned methods is that if the number of assignees does not equal the number of tasks, a dummy task or assignee may be required to solve the problem without
error. In the context of this project, there may be an issue of there is ever a time where there are more mentors than students or vice versa.

There are other advanced methods for solving assignment problems available. These methods are more challenging to formulate and use heuristic methods based on genetic algorithms. “A Genetic Algorithm for the Generalised [sic] Assignment Problem” (7) references a few of the intermediate solution methods and builds off of them to develop a more complex method to find the minimum cost with an ‘intelligent’ probabilistic search algorithm. “The Group Assignment Problem” is a journal article which discusses the clustering and group clustering methods for complex assignment problems with small differences in data (8). The clustering method would likely be too complicated for the solution required by this project.

**Computer Program Selection**

There are many computer applications available to solve assignment problems. For this project, the simplest program possible should be chosen. Calculation speed and efficiency will likely be negligible due to the small size of the assignments. The Alumni Office would prefer to keep all of the applications on a Microsoft Office application to reduce cost and complexity. Within the Microsoft Office Suite, the two most popular programs available that can be programmed are Access and Excel.

Excel is the simplest to use and the average Alumni Association employee is more familiar and adept with Excel over Access. The biggest benefit of using Excel and a linear formulation is that Excel includes a built in function to solve linear type programs called Solver (9). The downside though, is that the built in functionality of Solver is limited (10) to a maximum of 10 tasks to 10 assignees (2 groups * 10 assignees * 10 tasks). An extended version of the Solver add-in can be purchased for nearly $900 if necessary (11).
There are no pre-built functions for solving an assignment problem via the Hungarian method in Excel or Access. A program must be written in VBA to solve with the Hungarian method. There is a public VBA program available that uses the Hungarian method to solve an assignment type problem for a video game (12) that could be adapted for the purpose of this project, however, the author admitted that there are some bugs in the program that would need to be solved before it can be reliably implemented. There are methods in other programming languages which claim to solve assignment problems through a Hungarian based algorithm but do not have any test data available. A Stanford student developed a version programmed in C which suffers an error for “extreme” data inputs (13) and a professor from the University of Frelburg created another C variation that supposedly does not suffer from “extreme input” errors (14). Netlib.com also provides source code to square assignment problems (15).

**Human Factors Considerations**

A well-designed graphical user interface is important for customer satisfaction and ease of use. The human factors topics which are most pertinent to this project are display design and human computer interaction.

In designing the interface for the computer application, the critical components for a successful design are: to include user involvement throughout the design process to be sure their needs are met, incorporate principles of design, and to use iterative testing early in the design process (16).

Some of the principles of design include:

- **Provide Feedback.** Design the application to provide information to the user about what is happening. (16)
- **Build Consistency.** People learn faster and use less time and energy to find things that are familiar. (16)
• **User Freedom.** Allow users to undo, cancel, and redo to correct errors. Clearly label exits and controls (16).

• **Error Prevention.** Use clear messages to direct users (16).

• **Simplicity and Aesthetics.** The graphic interface should look good and any dialogue or text should be simple. Information should be logical (16).

Display Considerations:

• **Top-Down Processing**
  
  o People generally perceive information based on the basis of their past experiences. People read left to right, top to bottom and the solution should be displayed similarly. Information that appears outside of its expected location can cause confusion and decrease the users speed at processing information (16).

• **Minimize Information Access Cost**
  
  o There is a cost in the form of time or effort to move from one part of the application to another. Frequently used sources such as the input and output parameters should be placed in a way which minimizes the access cost associated with them (16).
Design (Theory)

The design of this project began with an analysis of the current methods of generating assignments. A short interview with Erica Janoff, an Alumni Association employee, provided a complete overview of the current methods of assignment generation.

Current Method

The current (old) method creating student-mentor pairs is completed entirely by hand. After the speed mentoring session, students turn in score cards with ratings of which mentors they’d like to meet with for the extended one-on-one sessions. The students are instructed to mark an “X” next to the names of the top 5 mentors they’d like to meet with. The score cards are then turned into the Alumni Association worker that creates all the assignments. The worker must sort all the students’ cards by group and then create a table in Microsoft Excel for each group. A sample table can be seen to the right in Figure 1. A “1” represents that the student wanted to meet with that mentor. Once all the choices have been input from the score cards, the worker must make pairs by hand. This is generally done just by simply changing the color of the box. Orange was used to mark a pair for session 1 and red was used to mark a pair for session 2. For example, Shannon would meet with Lisa for the first session and Joe during the second. This process takes over an hour once applied to all the groups within a college and is very error prone. It also doesn’t give students any preference for one mentor over another. These problems determined the following three goals for the final program:
1. The program should decrease the time required to make assignments
2. The program should eliminate errors in the assignment process
3. The program should allow students to assign preferences to potential mentors

Selecting a Software Program for the Solution

After researching how the assignment process works, the next step was to decide what language or program this project would be created in. The top two candidates were Microsoft Access or Microsoft Excel. These were chosen over other possibilities because they both allow for easy integration with a simple user interface. Table 1 illustrates a decision table that was used to aid in the decision to choose Microsoft Excel over Microsoft Access. The two biggest differences between the two programs are that Excel has a built in Solver add in that helps in solving operations research types of problems and generally, people tend to be more comfortable with Microsoft Excel, which boosts its rating for Ease of Use for the End User. All of the programming for each program would be written in Microsoft’s Visual Basic for Applications (VBA) language.

Selecting a Mathematical Model

The literature confirmed that the linear and Hungarian methods of solving an operations research problem were the most applicable to developing this DSS. More information can be found about each of these methods from the sources in the literature review portion of this paper. Both the Hungarian and integer linear programming (ILP) solve the same types of problems. The only downfall of the Hungarian method is that it can be only used for a minimizing type of solution. This means that the students’ ratings would have to be from 1 to 5 where 1 is the most preferable and 5 is the least. To
minimize the differences between solution methods, it was decided that students would rate mentors on a 1-5 scale with 1 as the most preferable.

While researching the feasibility of both methods, there were multiple Hungarian method based solvers available and free to use, however, all of these solvers had errors, leaving them unusable for this project since it needed to be completely error-free. Due to a lack of confidence in the feasibility of programming a fully-functional Hungarian solver in Excel, the ILP method was selected.

The biggest benefit of selecting the ILP method was that Excel’s built in Solver add-in could be manipulated with VBA to create a custom, easy-to-use solution that is flexible in its number of inputs and easily customizable to the Alumni Association’s situation.

**Napkin Design**

The design of the program went through more than ten different revisions prior to the final version. This portion of the report covers the initial design process. The first step was to define the constraint equations on paper. Before equations could be created, variables had to be defined. Looking back to Figure 1, each square that doesn’t have a name on it would receive two variables. For example, the top left square would be represented by $X_{111}$ and $X_{112}$ where the first two subscript numbers denote the location within the table and the third number denotes whether it is a match for the first one-on-one session or the second. The variables would represent a binary number, either a 1 or 0. A 1 denotes a matched pair, and a 0 means that the mentor-student pair represented by that variable would not be used.

Once the variables were defined, constraint equations could be defined. Each of the constraint equations fit into one of the following categories (The total number of constraint equations for a 9x9 grid is listed as well):
1. No student can be assigned to more than one mentor per session. (18 Equations)
2. No mentor can be assigned to more than one student per session. (18 Equations)
3. There cannot be any duplicate pairs between sessions. (81 Equations)
4. Each variable must be binary. (162 Equations)

In the end, the number of variables totaled 162 and the total number of constraint equations equaled
279.

Initial Program Design

The first step in the program design began with laying out the solution design and using Excel’s
graphical Solver utilities. This was used to test the constraint equations and settings that would have to
be later programmed in VBA.

Figure 2 is what the initial design looked like. Scores were entered in the table at the top. Then
the solver settings would be set and
the solution for the first session
would be displayed in the bottom
table. Originally there was a third
table on the same worksheet for the
second set of solutions that are
needed for the mentoring event,
however, Excel’s free version of
solver limits the number of constraints and variables that can be used. The limit is set at 100 constraints
and 200 variables (17). The number of variables wasn’t a problem, but the number of constraints was. At
279 constraints, solver could not handle this problem all at once.
The solution to the above problems was to limit the group size to 9 mentors and 9 students and to break the solving process into two separate iterations. The first iteration would solve pairs for the first session and the second iteration would solve pairs for the second session. During the second session, the program had to also verify that no duplicate assignments were created.

**Automatic Generation of a table for a Group – “Fill Table” Command**

The first section of code written for the program was designed to simplify and speed up the process of inputting the students’ and mentors’ names into the score table. The table generation was designed so that the user would click a button and then be prompted to select the names of the students and mentors in the current group they are working on from a list on a separate worksheet. The list of names along with group number would be copied over from a master spreadsheet that the Alumni Association has. The list can be sorted by group to make the selections easier. Figure 3 shows the filter options and the selection process. When copying the names into the score table, the program automatically combines the first and last names. Pop up boxes were added throughout the process so the user could go back a step if something wrong happened and so that the user would understand what the program is doing without an instruction manual. This process successfully decreased the number of errors in misspelling names and inputting names from the wrong group.

This portion of the program is designed to erase all the old names before placing in the new ones. This way, if one group is smaller than a previous one, then none of the old group’s names get left in the new group’s table accidentally.
Figure 4 shows the score table filled with names after using the “Fill Table” command. At this point, the table is ready to have scores input so that a solution can be generated.

**Utilizing VBA to Solve Pairs for Two Sessions**

As previously mentioned, Excel limits the number of constraints and variables for each solution set. This required that two solution sets be programmed in. The code used to write the solutions is relatively straightforward with the use of the Solver articles in the Microsoft help database. The biggest problem encountered was with rearranging scores so that a solution could be created.

When choosing between the Hungarian and ILP methods, it was decided that students would use a 1 to 5 rating scale and the goal of the solution would be to minimize the preference level. For example, if there is a 9x9 grid of students and mentors, and each student got their first choice, the preference level would be 9. If everyone but one person got their first choice, the preference level would be a number higher than 9. If the program is trying to minimize the preference level, there becomes a problem with all of the empty squares. The worker can’t be expected to place a number higher than 5 in each empty cell to solve this problem, so a new table must be created that automatically takes care of this problem. A second problem is that if the table is not filled with everyone’s names, it’s possible that someone’s top 5 could be given to a “dummy” or empty cell, one without a name.
The score table on the home page is copied to another worksheet where all of the tables used in the solving algorithm are located. This is the same table from Figure 4, but scores have been placed into the table. The first if statement replaces any blank cells with a number slightly higher than 5. This way, the solver will work to avoid giving a student a mentor that wasn’t in their top 5, however if there are too many conflicts, the solver can assign a mentor that wasn’t in a student’s top 5 choices so that each student has an assigned mentor to meet with. The second if statement is to solve the potential problem that if there are more mentors in a group than students or if the group isn’t full, a student could be assigned someone not on their top 5 because an empty or “dummy” assignment was made.

Dummy assignments are necessary because of the cases where there is not a full group or an equal number of students and mentors. Each space in the mentor row and the student column must receive an assignment as part of the solution. In cells that align with an empty cell or one with no name, its value is set much higher than all the others because the goal is to avoid the situation where someone can’t meet with someone rated in their top 5 because a dummy cell was assigned to that mentor.

Once all of the bugs had been worked out, a Solve button was added to the home page that automatically ran the portion of the code that generates the solution pairs.

At this point in the program design, there were three worksheets within the program. The first was the Home Page. This page was designed to contain a “Solve Button” and the button that controls the “Fill Table” command in addition to the table where a worker inputs the students’ scores from their
score cards. As part of the Fill Table command, there was the List worksheet which stores a list of all the mentors and students. Finally, for the solver variables, constraints, and solution table, there was a Solver table that contains various sub tables required to generate and store the assignments.

**Storing Solutions**

Figure 6 shows what the solutions look like directly after the program has generated the pairs. The table stores either a 1 or a 0, a match, or not a match. The next step was to add a function to the program that would scan through each of the cells, and every time it found a cell with a 1 in it, save the student-mentor pair to a separate worksheet.

![Figure 6: Solutions on the Solver Worksheet](image)

The worksheet creation is designed to be 100% automated. After the user clicks solve, the solutions are generated by the program and automatically placed in the Assignments worksheet. Assignments are divided between the first and second sessions as can be seen in
Figure 7. Additionally, each group is automatically separated by a line break to help differentiate between groups. Although not shown, groups can also be color coded to further differentiate them from each other. The goal was to neatly display the assignments generated in an organized manor so that once all the groups had been taken care of, this page could be displayed on a projector so everyone would be able to see where they are supposed to go.

In Figure 7, a column title Error Check is visible in the top right of the screen. This was inserted to help check for duplicate assignments. The Clear Table button was added to easily delete all the assignments from a previous event. Pressing that button prompts the user to ask if they are sure they would like to delete all the assignments. If the user clicks “Yes,” then all the old assignments are deleted.

**Further Process Improvement: Google Forms**

Once the DSS was created and fully functional, a test was conducted to determine how much time the new process saved. The test determined that the program has 100% accuracy and decreases the hour that assignments once took down to about thirty minutes. It was found that most of the time was consumed by inputting the students’ scores into the score table. If that process could be eliminated, the time required to generate all the pairs would be only 10 minutes.

The solution for removing the manual score entry was to utilize Google Forms. With Google Forms, a score card can be e-mailed to students and then filled out on a smart phone or computer. Google automatically compiles the data into a table which can be copy and pasted directly on top of the original score table. Then, the worker just has to click solve and the pairs are created automatically. Figure 8 shows what a Google Forms score card looks like on a mobile device. Creating the forms takes some extra preparation time before
the day of the event, but makes the assignment process, which can only take a maximum of an hour, go much quicker.

**Implementation and Training**

The program has instructions within itself so that a user does not have to flip through a manual or switch between windows on their computer. The key instructions to running the program are located on the Home worksheet and divided between the manual data entry and Google Forms data entry methods.

Included in Appendix A of this report is a copy of the first time set up manual. Since the program utilizes an outside add-in to assist in generating the solutions, it must be enabled before the program will be fully functional. The process is outlined in 11 simple steps.
Methods

The DSS was tested by running many trials of every imaginable scenario. All of the trials that have been conducted on the final program have experienced zero errors of any kind. The following are the situations which were tested for:

- A full 9x9 table.
- Equal numbers of mentors and students, but not a full table.
- Fewer students than mentors, with 9 mentors.
- Fewer students than mentors, with fewer than 9 mentors.
- Fewer mentors than students – the program automatically detects an error and stops.

An error has been defined as any problem with the program itself, and any duplicate pairs that the program assigned. There have also been zero cases in which a blank cell has been copied over to the final Table of Assignments.
Results

The results are better than what was originally expected. The process to generate two sessions of student-mentor pairs has been decreased from over an hour to thirty minutes with manual data entry and ten to fifteen minutes with Google Forms. The DSS runs flawlessly and eliminates the chance of error in creating assignments.

The design is simple and straightforward to use. Human factors implications were considered at every step of the design phase to make the process as simple and straightforward as possible. Perhaps someone with a better understanding for aesthetics could make it look better, but it is still easy to follow and functionally sound.

The productivity estimates were better than expected. In the past, the alumni center has used one worker per college to make all the assignments. It is reasonable to expect that one worker can now make all the assignments within an hour with Google Forms.

In the future, Solver could be upgraded to allow groups larger than 9x9 to be solved for. For the purpose of this project, this isn’t a problem at all, and most groups are 9 or less. If this program were applied elsewhere though, it may be beneficial to create a bigger grid. The necessary increase in size is ultimately dependent on its application.

Based upon the results, the Alumni Association will be much more efficient with their time during the lunch period where set up for the rest of the day occurs. This program will allow them to expand the program without incurring significant increases in labor hours or cost. The biggest source of problem is going to be human error with the program. The best way to combat this is to always have an unaltered back-up copy of the program so that if anything were to accidently go wrong, the original copy can quickly be pulled up. Another potential are problem is with the initial set up of the program. A guide
is included in Appendix A, but it is very possible for someone who is not very comfortable in Excel to experience an error in that process.

The only limitation found was that the program only works in Excel 2010. In Excel 2007, there were errors in that the Solver Add-in would not accept some of the binary constraints, and thus provide an invalid solution. Research was conducted to look into a solution, but no solution was found.
Conclusion

In conclusion, the DSS was a success. It met or exceeded the Alumni Associations requirements. It would have been preferable had the solution worked with Excel 2007. Based upon the results, the solution is very successful, but the human factors design features could have been more developed. The following bullet points outline the key results of this project:

- The process time was decreased from over an hour to between 10-30 minutes depending on the method of data input used.
- The pairs are generated without any error.
- Student preferences are explicitly considered for mentor assignments.
- The experimental results indicate that this program will help the Alumni Association to save both time and resources as they expand the Mentoring Day program to include all 6 of Cal Poly’s Colleges.
- Each initial objective was accomplished:
  - Develop a program to aid in generating pairs of assignments for the Mustang Mentoring Day Event
  - Provide adequate documentation and instructions for use of the program
  - Create a report that outlines the research, design, and approach to creating the program.
Appendix A: First-Time Set-Up Instructions

The following are instructions for the Alumni Association to set up the solver application.

Step 1: The Mentor Day program can only be run on Microsoft Excel 2010. Earlier versions will not run properly.

Step 2: Open up the Solver Application

Step 3: Click “Enable Content”

![Figure 9: Enable Macro Content](image)

Step 4: Click “File” then click “Options”

![Figure 10: Excel Options](image)

Step 5: Click “Customize Ribbon” and then check the box next to “Developer” under the Main Tabs Column on the Right, then select “OK”
Step 6: Click the “Developer” tab at the top of the screen, then click on “Add-Ins”

Step 7: Check the box next to “Solver Add-in” then click “OK”

Step 8: While you are still on the Developer tab, click “View Code”
Step 9: In the code window, click on “Tools” at the top of the screen, then click “References”

![Figure 15: Viewing References](image)

Step 10: In the references pane, scroll down until you’ve found the “Solver” reference. Check the box next to “Solver” and select “OK.”

![Figure 16: Enabling the Solver Reference](image)

Step 11: Click on the red “X” button on the top right of the Code window to exit back to the solver.

![Figure 17: Exit the Code Window](image)

The program is now ready to run. Make sure the List worksheet is filled out properly if you are manually entering the data in and that the Assignments Worksheet has been emptied of all old assignments.
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